# Hierarchy Layout

[Wiki](https://github.com/mbostock/d3/wiki/Home) ▸ [API Reference](https://github.com/mbostock/d3/wiki/API-Reference) ▸ [Layouts](https://github.com/mbostock/d3/wiki/Layouts) ▸ **Hierarchy Layout**

### [层级布局(Hierarchy)](https://github.com/mbostock/d3/wiki/Hierarchy-Layout)

* [d3.layout.hierarchy](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-hierarchy) - 获得一个自定义的层级布局的实现.
* [hierarchy.sort](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-sort) - 获取或设置一个函数, 用来给兄弟节点(同一父结点的子结点)的排序.
* [hierarchy.children](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-children) - 获取或设置子结点的访问器.
* [hierarchy.nodes](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-nodes) - 计算并返回指定结点的子结点信息.
* [hierarchy.links](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-links) - 指定一个子结点数组(通常是**nodes**函数返回值), 计算它们与父结点的连接信息.
* [hierarchy.value](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-value) - 获取或设置结点的**值**访问器.
* [hierarchy.revalue](https://github.com/mbostock/d3/wiki/Hierarchy-Layout#wiki-revalue) - 重新计算层级布局.

层次结构布局是一个抽象的布局，不是直接使用，而是允许代码共享多个层次之间的布局。下边的每一个都是一个实现：

* [Cluster](https://github.com/mbostock/d3/wiki/Cluster-Layout) – 集群实体的树图。
* [Pack](https://github.com/mbostock/d3/wiki/Pack-Layout) – 使用递归圆填充方式生成一个层次分级的布局。

* [Partition](https://github.com/mbostock/d3/wiki/Partition-Layout) – 递归划分一个节点树的阳光状或冰柱状。
* [Tree](https://github.com/mbostock/d3/wiki/Tree-Layout) – 整齐的安置为树节点。
* [Treemap](https://github.com/mbostock/d3/wiki/Treemap-Layout) – 使用递归细分来显示一个树节点。

虽然[bundle layout](https://github.com/mbostock/d3/wiki/Bundle-Layout)（包布局）不是一个层级布局，但包布局也被设计为与层次结合使用。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-hierarchy) d3.layout.hierarchy()

创建一个新的层级布局，默认的设置为：默认排序顺序为值递降；默认的值访问器中每个输入值为一个带有一个数值属性的对象；默认的子访问器中每个输入值是一个带有一个子数组的对象。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-_hierarchy) hierarchy(*root*)

运用此层级布局，将返回关联于指定root节点的数组。布局的输入参数是层级的根节点，并且输出域返回的值是一个代表所有节点的计算位置值的数组。在每个节点中有几个属性：

* parent – 父节点，对于根节点来说为null。
* children – 子节点的数组，对于末尾的叶子节点为null。
* value – 节点值，即值访问器的返回值。
* depth – 节点深度，根节点的深度为0。

此外，大多数的层级布局也会计算x和y作为节点的位置；有关详细内容，请参阅实现类。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-links) hierarchy.links(*nodes*)

鉴于指定的节点数组返回一个对象数组，这些对象代表着每个节点从父节点到子节点的链接关系。叶子节点将不会再有这种链接关系。每个链接关系是一个拥有两个属性的对象：

* source – 父节点（如上所述）。
* target – 子节点。

该方法用于取回一组适合显示的链接关系，通常与[diagonal](https://github.com/mbostock/d3/wiki/SVG-Shapes#wiki-diagonal)形状生成器协同使用。例如：

svg.selectAll("path")

.data(partition.links(nodes))

.enter().append("path")

.attr("d", d3.svg.diagonal());

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-children) hierarchy.children([*accessor*])

如果参数accessor被指定，将设置此指定的子访问器方法。如果参数accessor没有被指定，则返回当前子访问器方法，默认情况下输入数据是一个带有一个子数组的对象：

function children(d) {

return d.children;

}

通常，通过使用[d3.json](https://github.com/mbostock/d3/wiki/Requests" \l "wiki-d3_json)来装载节点层级是非常方便的，并且其还代表输入层级作为一个嵌套的[JSON](http://json.org)对象。例如：

{

"name": "flare",

"children": [

{

"name": "analytics",

"children": [

{

"name": "cluster",

"children": [

{"name": "AgglomerativeCluster", "size": 3938},

{"name": "CommunityStructure", "size": 3812},

{"name": "MergeEdge", "size": 743}

]

},

{

"name": "graph",

"children": [

{"name": "BetweennessCentrality", "size": 3534},

{"name": "LinkDistance", "size": 5731}

]

}

]

}

]

}

层级布局的根节点首先将调用子访问器。如果访问器返回null，那么该节点便是一个叶子节点并且此布局遍历终止。否则，访问器将返回一个代表子节点数据元素的数组。此访问器调用时有node和depth参数。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-sort) hierarchy.sort([*comparator*])

如果参数比较器comparator被指定，将通过指定的比较器方法来设置此布局中同级节点的排序顺序。如果比较器没有被指定，将返回当前组排序顺序，默认为相关输入值的数值属性的降序排序。

function comparator(a, b) {

return b.value - a.value;

}

此比较器方法将被一对节点调用，通过传递每个节点的输入数据。一个null比较器禁用排序，并使用树遍历顺序。比较器可能也会通过使用[d3.ascending](https://github.com/mbostock/d3/wiki/Arrays" \l "wiki-d3_ascending)或[d3.descending](https://github.com/mbostock/d3/wiki/Arrays" \l "wiki-d3_descending)来实现。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-value) hierarchy.value([*value*])

如果参数value被指定，将设置值访问器为指定的方法。如果参数没有被指定，返回当前的值访问器。默认的访问器采取为输入数据将为一个带有一个数值属性的对象。

function value(d) {

return d.value;

}

此值访问器将被每个输入数据元素调用，并且一定会返回一个代表此节点数值的数字。对于像treemaps 的area-proportional（区域-成比例）布局来说，这个值被用来设置每一个成比例节点区域到此值上；对于其他层级布局，这个值将对布局没有任何影响。

#### [#](https://github.com/mbostock/d3/wiki/Hierarchy-Layout" \l "wiki-revalue) hierarchy.revalue(*root*)

将从root（根节点）开始的指定树中每个节点重新评估求值，不会重新排序或重新计算子节点。该方法被用来再计算每个节点的值，不会改变层级的任何结构。从根本上来说，它支持[sticky treemaps](https://github.com/mbostock/d3/wiki/Treemap-Layout#wiki-sticky)。

# Histogram Layout

[Wiki](https://github.com/mbostock/d3/wiki/Home) ▸ [API Reference](https://github.com/mbostock/d3/wiki/API-Reference) ▸ [Layouts](https://github.com/mbostock/d3/wiki/Layouts) ▸ **Histogram Layout**

### [直方图(Histogram)](https://github.com/mbostock/d3/wiki/Histogram-Layout)

* [d3.layout.histogram](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-histogram) - 构建一个默认直方图(用来表示一组离散数字的分布,横轴表示区间,纵轴表示区间内样本数量或样本百分比).
* [histogram.value](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-value) - 获取或设置值访问器.
* [histogram.range](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-range) - 获取或设置合法值范围.
* [histogram.bins](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-bins) - 指定如何将数据分组到不同的区间(bin)里, 返回一个[构造函数](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-_histogram) .
* [histogram](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-_histogram) - 根据已设置的区间将数据分组,返回已分组的二维数组(compute the distribution of data using quantized bins).
* [histogram.frequency](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-frequency) - 设置直方图Y轴值是区间内数据的总量还是百分比(compute the distribution as counts or probabilities).

直方图布局展示了数据的分配，通过分组离散数据点到容器中。实例使用请看[bl.ock 3048450](http://bl.ocks.org/mbostock/3048450)。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-histogram) d3.layout.histogram()

构造一个新的直方图方法，默认的值访问器，取值范围方法和容器方法。默认情况下，直方图方法返回频率。这个返回的布局对象是一个对象和一个方法。也就是说：你可以像调用任何其他方法一样调用布局方法，并且该布局有额外的改变自己行为的方法。就像d3中其他类一样，布局遵循这个链式格局方法，setter方法将会返回布局本身，允许通过简洁语句多次调用setter方法。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-_histogram) histogram(*values*[, *index*])

在指定的值（values）数组中求直方图方法的值。一个可选的参数索引（index）也可被指定，此索引将沿着取值范围和容器方法来传递值。此返回值是一个二维数组：外层数组中的每一个元素代表一个容器，并且每一个容器包含相关于输入值的元素。此外，每个容器对象中有3个属性：

* *x* – 容器的下限边界（包含）。
* *dx* – 容器的宽度；x+dx是容器的上限边界（包含）。
* *y* – 计数（如果频率为真），或者概率（如果频率为假）。

注意，在频率模式下y属性与长度属性相同。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-value) histogram.value([*accessor*])

指定如何从相关数据中提取一个值；访问器是一个被每个传递给直方图（[histogram](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-_histogram)）的输入值调用的方法，相当于在计算直方图前调用*values.map(accessor)*方法。默认值方法是内置的[Number](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Number)，类似于身份特性方法（which is similar to the identity function.）。如果参数accessor没有被指定，返回当前的值访问器。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-range) histogram.range([*range*])

指定直方图的范围。指定范围值之外的值将被忽略。此方位可能被指定为范围最小值与最大值的双元素数组，或指定为一个方法返回数组范围值和当前传递给直方图[histogram](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-_histogram)的索引值。默认的范围（最小值和最大值）是值的范围。如果range没有被指定，则返回当前范围。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-bins) histogram.bins() [#](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-bins) histogram.bins(*count*) [#](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-bins) histogram.bins(*thresholds*) [#](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-bins) histogram.bins(*function*)

指定如何将直方图中的值放在容器中。如果没有指定参数，返回当前的放值方法，默认为一个[Sturges' formula](http://en.wikipedia.org/wiki/Histogram)的实现类，将值间隔均匀地分成容器。如果指定参数count（计数），值范围（[range](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-range)）将均匀地划分成指定数量的容器。

如果指定一个阈值（*thresholds*）的数组，它定义此阈值应用于容器，开始于最左边（最低）值和结束于最右边（最高）值。n+1阈值指定n个容器。任何比thresholds[1]小的值将被放置在第一个容器中；同样任何大于或等于thresholds[thresholds.length - 2]的值将被放在最后一个容器中。因此，尽管第一个和最后一个阈值不会用于容器中，但它们任然必须去分别定义第一个容器的x属性和最后一个容器的dx属性。

最后，如果指定参数function，即指定一个值装箱方法。当该布局传递数据（传递当前范围（[range](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-range)），传递值数组和当前传递给直方图（[histogram](https://github.com/mbostock/d3/wiki/Histogram-Layout#wiki-_histogram)）的索引值）的时候此方法被调用。然后该方法必须返回一个前边内容提到的阈值数组。

#### [#](https://github.com/mbostock/d3/wiki/Histogram-Layout" \l "wiki-frequency) histogram.frequency([*frequency*])

指定直方图的y值是否是一个数值（频率）或一个概率（密度）；默认的是一个频率。如果没有指定参数频率frequency，则返回当前是否为频率的布尔值。

# Pie Layout

[Wiki](https://github.com/mbostock/d3/wiki/Home) ▸ [API Reference](https://github.com/mbostock/d3/wiki/API-Reference) ▸ [Layouts](https://github.com/mbostock/d3/wiki/Layouts) ▸ **Pie Layout**

### [Pie](https://github.com/mbostock/d3/wiki/Pie-Layout)

* [d3.layout.pie](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-pie) – 构造一个新的默认饼图布局。
* [pie](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-_pie) – 计算每一个饼图或圆环图的每个弧的起始和结束的角度。
* [pie.value](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-value) – 得到或设置值访问器。
* [pie.sort](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-sort) – 控制设置饼图切片的顺时针排序。
* [pie.startAngle](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-startAngle) – 得到或设置饼图的起始角度。
* [pie.endAngle](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-endAngle) -得到或设置饼图的结束角度。

饼图布局为一个方便计算构成饼图或圆环图的弧的起始和结束角度的布局。

![pie](data:image/png;base64,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)

你不需要使用饼图布局去创建一个饼图图表；如果你愿意的话，你可以直接使用弧形状（[arc shape](https://github.com/mbostock/d3/wiki/SVG-Shapes" \l "wiki-arc)）。该饼图布局会使一个数据数组简单便捷地转换为一个带有起始角度和结束角度属性的对象数组（角度范围为0到2π），然后将此传递给弧形状生成器。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-pie) d3.layout.pie()

构建一个新的饼图方法，默认值访问器（number类型），分类比较器（值递减），起始角度（0）和结束角度（2π）。该返回的布局对象是一个对象和一个方法。也就是说：你可以调用此布局想调用其他方法一样，并且该布局还有改变本身行为的方法。就像d3其他类一样，布局遵循链式方法，setter方法返回布局本身，允许使用简洁语句多次调用setters方法。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout" \l "wiki-_pie) pie(*values*[, *index*])

在指定的值（values）数组上给饼图方法定值。一个可选的参数索引值（index）可能被指定，该索引值沿着起始和结束角度来传递。返回值是一个弧描述符的数组。

* value – 数据值，值访问器返回的值。
* startAngle – 弧的起始角度。
* endAngle – 弧的结束角度。
* data – 此弧形的原始数据。

该元素将以原始顺序返回，匹配值，即使应用一个分类([sort](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-sort))排序；这保留了原始值数组中每个元素的索引值，如果你想生成一个分类颜色或其他显示属性，通过使用索引值实现是很好的方式。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-value) pie.value([*accessor*])

指定如何从关联数据中提取一个值（例如，设置饼图布局访问器去应用）；参数访问器（*accessor*）是一个被每一个传递给[pie](https://github.com/mbostock/d3/wiki/Pie-Layout" \l "wiki-_pie)的输入值调用，相当于在计算饼图布局之前调用values.map(accessor)。此方法传递两个参数：当前数据和当前索引值。默认值方法是内置的[Number](https://developer.mozilla.org/en/JavaScript/Reference/Global_Objects/Number)方法，它类似于身份特性函数（which is similar to the identity function.）。如果访问器没有被指定，返回当前值访问器。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-sort) pie.sort([*comparator*])

如果指定参数comparator，通过指定的比较方法为布局设置数据的分类排序。若传递null则禁止使用排序。如果参数comparator没有被指定，则返回当前分类排序。此分类排序默认为值递减排序方式。分类保存输入值的索引值（和z-index），仅会影响角度的计算。此比较器方法将被传递给[pie](https://github.com/mbostock/d3/wiki/Pie-Layout" \l "wiki-_pie)的值数组中成对的数据元素调用。比较器方法也可以通过使用[d3.ascending](https://github.com/mbostock/d3/wiki/Arrays#wiki-d3_ascending)和[d3.descending](https://github.com/mbostock/d3/wiki/Arrays" \l "wiki-d3_descending)来实现。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout" \l "wiki-startAngle) pie.startAngle([*angle*])

如果指定参数角度（angle），将饼图布局的起始角度设置为此指定的值。如果没有指定参数angle，则返回当前值，默认为0.该起始角度也可指定为一个常数或一个方法；如果是一个方法，当[pie](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-_pie)被调用时只求值一次，将传递当前数据和索引值。

#### [#](https://github.com/mbostock/d3/wiki/Pie-Layout" \l "wiki-endAngle) pie.endAngle([*angle*])

如果指定参数角度（angle），将饼图布局的结束角度设置为此指定的值。如果没有指定参数angle，则返回当前值，默认为2π。该结束角度也可指定为一个常数或一个方法；如果是一个方法，当[pie](https://github.com/mbostock/d3/wiki/Pie-Layout#wiki-_pie)被调用时只求值一次，将传递当前数据和索引值。
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